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Summary 
 
In order for Redback web applications to be safeguarded from cyber-attacks. Redback Operations 
must first understand what these attacks are. This report contains research about The Open Web 
Application Security Project (OWASP) Top 10. These ten security risks are the most common security 
risks that web applications face today. These risks include: 
 

1. Broken access control  
2. Cryptographic failures  
3. Injection (SQL, and XSS)  
4. Insecure design   
5. Security misconfiguration  
6. Vulnerable and outdated programs  
7. Identification and authentication failures  
8. Software and data integrity failures  
9. Security logging and monitoring failures  
10. Server-side request forgery  

 
Each security risk is clearly defined with detailed examples. Furthermore, prevention and mitigation 
recommendations are listed for each risk for redback operations to implement.  The aim of this 
reach report is to inform Redbacks web developers and future cybersecurity members of these 
current risks to the future security of the Redback web application. 
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Broken Access control 
Introduction 
Broken access control is currently a high-risk security concern amongst web applications. The Open 

Web Application Security Project (OWASP), a highly respected non-for-profit web application 

research community has listed broken access control as the topmost security risk to web 

applications in the OWASP 2021 top ten.  The purpose of this report is to clearly define what broken 

access control is, identify and explain different types of broken access control attacks, and provide 

prevention methods to ensure redback operations web application is secure. 

Defining Broken access control 
Access control, also called authorization, is used by a web application to grant different types of 

users' different privileges (OWASP 2021). This in turn allows users to perform different functions and 

actions across the web application depending on their needs. These rules and controls are applied 

after the user has been authenticated; most commonly after the user has entered valid details into 

the login system.  

From the Redback’s user point of view, access controls can be placed into one of three categories. 

Vertical access controls are where access controls mechanisms prevent access to a function based 

on the specific type of user (PortSwigger n.d.). Horizontal access controls only allow access to a 

resource to users who have the right to access them (PortSwigger n.d.). Finally, Context-dependent 

access control is where access control mechanisms prevent access to functions and resources based 

on the application’s state or the user’s interactions with it, therefore preventing the user from 

carrying out actions in an incorrect order (PurpleBox 2021). 

Regarding Redback, broken access control occurs when a redback user gains access to restricted 

permissions and can carry out actions that were not intended for that user. For example, if a guest 

user who uses the redback operations web application to compete in online fitness challenges finds 

a way to gain access to administrative privileges and then they can modify the web application; this 

is something a Redback guest user should not be able to do. If access control is not properly 

protected this threat can lead to disastrous consequences; the most common being the disclosure of 

sensitive information, for Redback, this could be confidential health records of their users. 

Information modification could happen, an example of this would be users falsifying their results on 

Redback competitions. Finally, information could be destroyed; in Redbacks’ case, the fitness 

progress of their users could be erased.   

Cloud Computing  
Broken access control within cloud computing can occur more frequently as cloud computing 

environments often rely on many different components from different vendors to achieve their 

functions (Castillo 2021). If Redback fitness was to utilize cloud technologies to host its web 

application ensuring secure access control is a must as if the cloud network is comprised this can 

then further comprise the rest of the cloud ecosystem (Castillo 2021). Redback fitness may be better 

looking into a non-cloud computing solution for their web application when keeping security in 

mind.  
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Types of broken access control attacks 

Vertical privilege escalation 
If a redback user can access functionality that was not intended or permitted for them this is a 

privilege elevation attack, which is the main type of attack to exploit broken access control. Vertical 

privilege escalation attacks involve the attacker increasing their account privileges from what they 

already have (Beyond Trust 2021). This can happen if redback’s web application does not enforce 

any protection over sensitive functionality (PortSwigger n.d.). For example, administrative 

functionality for the Redback’s web application may be accessible to potential attackers and any 

user if they typed in the following URL.  

 

Figure 1 The administrator page is an easily guessable name 

Many websites attempt to mitigate these types of attacks by hiding the URL name with a less 

predictable one.  

 

Figure 2 The Administrator page URL is less predictable than the previous one 

Although this will help prevent brute force privilege elevation attacks as it is harder to guess the URL 

to Redbacks administrative access page, it is still not considered a strong protection method. This is 

because just hiding sensitive functionality does not enable effective access control. Attackers still 

may still uncover the obscured URL in other ways, for example, figure three displays embedded 

JavaScript that modifies the user interface depending on the user’s role.  This script will display a link 

if the user is logged in as a Redback administrator, but the script and the administrative URL can be 

seen by all Redback users regardless of their role. Enabling Attackers to discover Redbacks 

administrative access page.  

 

Figure 3 A simple script that informs attackers of the administrative URL 

Another common way vertical privilege escalation attacks can occur is if Redbacks web application 

uses parameter-based access controls that are not properly secured and encrypted. Many web 

applications determine the user’s privileges after they have successfully logged in, the application 

will then proceed to store this information in a user-controllable location. This could be a cookie 

storing user data within the web browser, hidden input fields that allow developers to hide data 
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from users, or a pre-set query string parameter added to the URL. Figure 4 shows an example of a 
submitted value being stored for a mock redback fitness web application. 

This is an extremely insecure way to store user identification information as an attacker can 

easily modify the value in the URL to gain access to privileges that do not have.  

As for cookies, the example below shows a mock redback operations login page cookie 

being modified with a simple and free cookie editor browser extension. Its value -1 being 

the user’s ID data is being changed to 10 which is the administrators’ ID, this could have 

been easily found out by brute-forcing possible ID values. Upon saving the modified cookie 

and refreshing the page it has allowed the user to gain access to a restricted administrator-

only welcome page.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 4 The URL's above showing administrative access. Both can be easily edited by attackers 

Figure 5 Using the Cookie Editor add on to modify the cookie value 
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Horizontal privilege escalation 
Broken access control can also lead to Horizontal privilege escalation attacks. This is when the 

attacker gains control of another user’s account with a similar account privilege to their own 

(Rountree 2011). These types of attacks are also known as account takeovers (Beyond Trust 2021). 

Although this may initially seem counterintuitive when compared to vertical escalation attacks, by 

accessing other users’ accounts the attacker can proceed to steal, delete, and modify the other 

user’s data instead of directly attacking the website infrastructure itself. Furthermore, these attacks 

can also be used to obtain a disguise for the attacker to commit vertical privilege escalation attacks.  

Horizontal privilege escalation attacks commonly use the same exploit methods as vertical privilege 

escalation (PortSwigger n.d.). This is shown in the figure 7, where a user accesses their personal 

account page using a unique ID in the URL address. If an attacker can modify the id value, then they 

will gain access to other redback users’ account pages.   

Figure 7 User accounts displaying their ID in the URL bar 

Context-dependent access control attack 
For actions that are required to be performed in a certain order context-dependent, access controls 

are used.  For example, if Redback fitness allowed customers to order their bicycle hardware from 

their web store customers need to enter their payment details before successfully checking out. 

Broken context-dependent access controls will allow the attacker to edit order information or 

potentially bypass the payment section entirely.  

Figure 6 Successfully reached the mock Redback administrator page by 
modifying the user cookie 



 

Page | 9  
 

For example, the HTML code below shows a hidden order form used to store Redbacks bicycle 

hardware when the item is added to the customer’s cart. If the attacker is able to edit this hidden 

form code in their web browser, they can change the cost to zero and skip the payment process 

altogether, resulting in the theft of redback fitness products. These attacks can potentially cost 

redback millions of dollars in stolen products.  

 

Preventing Broken access control 
To ensure Redback’s web application to secure from broken access control attacks the following list 

of guidelines and recommendations should be implemented: 

• Redbacks web application must always deny access to any functionality by default, except 

for public resources. 

• Redback administrators need to enable role-based access control. Users should be given 

permission to only the resources that their role is required to use. Therefore, preventing 

unauthorized users from accessing resources not intended for them.  

• Conduct constant auditing and testing of Redback’s access controls to ensure these 

controls are working correctly. 

• Hiding functionality is not the same as secured access control. Redback’s web application 

should never rely solely on obfuscation alone.  

• Mandate the requirement that at a code level that Redbacks developers declare which 

users have access to each resource. 

Figure 8 Mock hidden payment form for Redback's smart fitness bike 

Figure 9 Editing the hidden payment form using Firefox’s web inspector function 
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• Implement a system that logs access control failures that will alert Redbacks 

administrators.  

• Encrypt any session tokens and cookies by only sending them over Hypertext Transfer 

Protocol Secure (HTTPS) if used within Redbacks web application. 

• Disable web server directory listing to ensure Redbacks web roots do not contain file 

metadata and backup files. 

• Always give the least or the minimum access necessary to users depending on their role. 

Conclusion 
In conclusion, broken access control is the single largest threat to web applications today. If not 

properly protected Redback users’ data can be manipulated, stolen, or deleted. Although cloud 

environments may be more convenient for developers the nature of having many different 

components from multiple vendors increases the likelihood of these attacks occurring. Multiple 

attack vectors of broken access control exist, these include vertical privilege escalation, horizontal 

vertical privilege escalation, and context-dependent access control attacks.  To ensure these attacks 

do not compromise the security of Redback’s web application all the recommendations in this report 

such as denying access by default, enabling role access control and others should be adopted and 

implemented.    
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Cryptographic Failures 
Introduction 
Cryptographic failures is the number 2 in the OWASP top 10, which is very significant issue in web 

security. The number of Cryptographic failures is very concerning considering cryptography is used 

to protect sensitive data such as credit card information, emails, password and etc (OWASP 2021). 

The purpose of this report is to define cryptographic failures, the significant impact of using weak 

cryptographic methods, the types of adversary attacks on web applications as a result of 

cryptographic failures and explain mitigation methods for the web development team to utilise. 

Defining Cryptographic Failures 
Before we define Cryptographic failures, let’s understand what cryptography is. Cryptography 

intends to secure communications to only allow the sender and intended user to view the message 

(Kaspersky n.d). Cryptography in web applications is used to encrypt data, therefore only the 

intended recipient (user) can see the data. Once weak cryptographic protocols are utilising in web 

applications, adversaries can decrypt the data and view the contents using various tools such as 

automation scripts, password cracking software tools such as john the ripper, powerful online tools, 

and many other ways. Redback operations need to avoid adversaries viewing client’s sensitive data 

such as fitness levels, redback coins, the ability to alter the client’s program (document provided by 

web development/devOps team).  

Impact of Attack  
Sensitive data at rest and in transit can be stolen as a result of the cryptographic failures, therefore 

the protection needs of both types of data need to be defined. This is extremely important as some 

companies must protect data more carefully as they must comply under privacy laws such as 

General Data Protection Regulation (GDPR), and PCI Data Security Standard (PCI DSS) for financial 

data protection (OWASP 2021). Redback operations will operate globally, therefore we much comply 

with GDPR, and PCI DSS as financial data of clients will be stored within the database. Sensitive data 

must be protected because cryptographic failures can exploit protocols such as HTTP, FTP, SMTP and 

the data will be seen and stored in readable text (Bathla S 2021).  

Common Attack Types/Methods 
Example 1: A web application that uses automatic database encryption encrypts credit card 

information. The attacker can use an SQL injection vulnerability to automatically decrypt the data, 

allowing them to see the credit card numbers in human readable text (OWASP 2021). Redback 

operations must follow this guide https://www.mongodb.com/basics/mongodb-encryption 

(MongoDB n.d) for the mongo database encryption methods.  

Example 2: The website (including all pages) does not use transport layer security (TLS). This will 

allow the adversary to scope the network traffic to intercept web requests and use the user’s 

session cookie. Once the adversary obtains the user’s session cookie, they will replay the cookie and 

use the user’s authenticated session to access their data, or they can modify the data. Again, follow 

this guide https://www.mongodb.com/basics/mongodb-encryption (MongoDB n.d) to enforce TLS in 

the Redback operations website.  

https://www.mongodb.com/basics/mongodb-encryption
https://www.mongodb.com/basics/mongodb-encryption
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Example 3: The database does not use salted hashes or uses simple hashes to store client’s 

password. The adversary then can exploit this error by using a rainbow table full of known password 

hashes (not salted hashes), using GPU power (OWASP 2021). 

Preventing and Mitigating 
To prevent from cryptographic failures from happening Redback operations must avoid the following 

points in developing their website (react framework for front end, NodeJS for back end): 

• Must not use old or weak cryptographic algorithms as MD5, SHA1 and FTP or SMTP 

protocols for storing sensitive data in all web applications (front end, back-end 

development).   

• Follow this guide https://www.mongodb.com/basics/mongodb-encryption (MongoDB n.d) 

to properly encrypt the mongo database and to utilise transport layer security (TLS) and 

make sure to use the most secure encryption such as HTTP Strict Transport Security (HSTS). 

• Store passwords using salted hashing functions such as SCRAM-SHA-256 

https://www.mongodb.com/docs/manual/core/security-scram/ (MongoDB n.d)  

• Always utilise authenticated encryption in web applications 

• Do not use weak encryption keys or re-use keys that were compromised  

• Identify which redback operations client data is sensitive according to privacy laws such as 

GDPR and in relation to the business needs. 

• Utilise key management and always update to the newest algorithms and protocols.  

(OWASP 2021) 

Ensuring the above points are met, cryptographic failures attacks will be mitigated to a minimum 

and will allow redback operations to operate as a company to its full potential.   

 

 

 

 

 

 

 

 

https://www.mongodb.com/basics/mongodb-encryption
https://www.mongodb.com/docs/manual/core/security-scram/
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Injection (SQL, and XSS)   
Introduction  
A SQL injection attack happens when the attacker uses structured query language (SQL) code to gain 

access to unauthorized content in a database. This is done by exploiting a security vulnerability 

within the web applications software, most commonly when input fields are not filtered. A Cross-site 

Scripting (XSS) attack happens when scripts (malicious intent) are injected into a website. When the 

website is visited by a user the user’s browser then executes the malicious script. These scripts can 

divert clients to malicious websites, steal cookies and user credentials or change the content of the 

infected webpage.   

Impact of Injection (SQL, and XSS)  
SQL injection causes many issues including the following: 

Privacy: Since SQL data sets for the most part hold sensitive information; the loss of privacy is a 

significant issue when SQL Injection attacks are successfully executed. Authentication is affected 

when the use of poor SQL measures is utilised to authenticate people’s names and passwords. 

Authorisation: This is impacted when data in a SQL data set is stolen, through the use of 

manipulating the SQL data set and exploiting the vulnerability. Integrity: Since data can be stolen 

using SQL injections, the integrity (when the data is altered or removed) is impacted significantly 

with a SQL Injection attack.  

Cross site scripting (XSS) causes many issues including the following: 

A cross site scripting attack can seriously affect sites and web applications. XXS can ruin sites and 

compromise other people’s details. In this attack, the attacker is able to obtain cookies or 

impersonate others in a web application. When impersonating others they may do things such as 

include purchasing items, move assets, transfer funds, or other authoritative activities.  

Types of SQL attacks and XSS attacks: 
There are three types of SQL injections and they are In-band SQL injections, Inferential SQL 

injections, and Out-of-band SQL injections. Attackers can use all three of these SQL injection types as 

part of one strategy to obtain unauthorised backend information. In band SQL injection happens 

when a hacker is able to collect data via the same communication channel as the victim. For 

example, when the attacker obtains the results from the web browser and then the attack was 

executed in the same web browser as the vistim. A blind SQL injection occurs when the attacker is 

able to recreate the structure of the database by sending over malicious payloads and the response 

from the web application is displayed. The surprising thing is that no data is actually transferred 

when a blind SQL injection attack is executed. Out-of-band SQLi happens when the hacker is not able 

to execute the attack on the same communication channel as the victim. The attacker relies on the 

HTTP or DNS requests on the server to send the required data to the attacker. 

Here are the types of XSS attacks: Reflected XSS happens when the script with malicious code is 

executed on the web application, and it returns to the victim’s browser. This only happens when the 

script is an embedded link. Stored XSS happens when the script with malicious code is inserted in the 

web application. DOM-based XSS attacks manipulate the client side on the DOM (domain object 

model) to execute malicious code. 
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Prevention 
Redback Operations should implement the following prevention recommendations to secure their 

future web application from SQL and XSS attacks:  

Prepared Statements: 

Prepared statements guarantee that an attacker cannot alter the SQL query, regardless of whether 

the attacker inserted them. In this model, initially it allows developers to write all the SQL code. 

Then the developer provides the argument to each query, it also allows the code to be clearly 

defined and you’ll be able to tell the difference between code and data.  

Stored Procedures: 

Stored Procedures require the developer to simply write SQL statement with certain inputs. 

Basically, a stored procedure allows the developer to store the data first and then call the data in the 

application afterwards.  

Allow-list Input Validation: 

Input validation includes protection for all names, columns and tables. This means all user input 

must be confirmed by the application itself and not from user input. 
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Insecure Design 
Introduction 
Insecure design is a category representing multiple different weaknesses found in an application. 

During the development period of an application, if there is a lack of security implementation, these 

vulnerabilities will exist. Whereas secure design will have issues leading to various vulnerabilities, 

insecure design will never have the security controls required to be able to defend against various 

attacks. The biggest factor that leads to insecure design is the lack of attention that this security is 

given for the application, leading to an insecure application crawling with vulnerabilities. 

Impact of Attack 
The impact of insecure design is very large, as it can be both detrimental for both people within the 

company as well as outside the company. If the design vulnerabilities are exploited by attackers, 

they can gain access to very sensitive information of assets within the company as well as sensitive 

information of clients. This can lead to companies getting lawsuits, losing money and this can even 

cause some companies to go under. 

Common attack types/methods 
There are many different types of insecure design attacks, some of those include: 

1. Questions and answers – When recovering credentials, “questions and answers” is 
commonly used to do so. Due to the ban of questions and answers by OWASP, it cannot be 
trusted as a primary way to identify the identity of a person as more than one person can 
know or have the answers to the asked questions. Questions and answers should not be 
used by companies and therefore a more secure design should be implemented 
 

2. Over Booking – A restaurant allows for group booking discounts and only requires a deposit 
at 15 people. This can be exploited by attackers as they can book out an entire restraint 
easily within minutes, without having to pay a single cent. This can result in a major loss of 
income for the restaurant, and therefore, more secure design should be implemented. 
Overbooking attacking: 
https://www.youtube.com/watch?v=VrDWY6C1178&ab_channel=BusinessInsider  
 

3. Scalpers – When a new product high in demand is out people can exploit insecure design. 
This can be seen in the recent years, with releases of the new NVidia GPU’s scalpers used 
bots to mass buy the GPUs, seeing them resell the GPU’s later for a much larger than the 
recommended retail price. Therefore, actions must be taken, preventing bots from being 
able to take advantage of this and therefore insecure design must be implemented. 

 

 

 

 

https://www.youtube.com/watch?v=VrDWY6C1178&ab_channel=BusinessInsider
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Recommendations on how to prevent and mitigate 

Redback Operations can do the following to mitigate insecure design flaws: 

• Insecure design vulnerabilities can be easily fixed by a perfect system implementation, but 
some measures can be taken to protect the design of an application. Some of those include: 

• OWASP top 10 – By following OWASP top 10 system when designing or creating a new 
application, companies can help to mitigate any insecure design vulnerabilities 

• Correct Implementation – By correctly implementing security controls, the threat of insecure 
design will be no more 

• AppSec – Use AppSec professionals when designing a security system to help to evaluate 
and design security and privacy controls 

Conclusion/Recommendations 
In conclusion, secure design is a very important feature to have in an application. If there is a lack of 

secure design, the impact of an attack can be large for not just the company but also for the 

company’s clients. I believe that our company should prioritise having a well-structured design as 

the risks from having an insecure design is too high. I recommend that the company should read 

about OWASP top 10 system as well as use AppSec professionals when designing the security system 

to help the company have a secure application. 
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Security Misconfigurations 
Introduction 
Security misconfigurations is ranked 5th on the OWASP Top 10.  Applications are growing in 

complexity in multiple areas. As complexity grows, so does the amount of configuration required to 

implement these new technologies. The skill sets required to build these technologies also increases 

and because of this, misconfiguring applications, servers, computers, and other devices becomes 

more prevalent. Multiple issues can arise from the use of outdated software, how error handling 

occurs, updates to programs that introduce new features and default accounts and password. This is 

not a list of all vulnerabilities associated with misconfigurations, but they are the most common. 

Impact of Security Misconfiguration 
A security misconfiguration is not one error or flaw within an application. It makes up multiple flaws 

of an application. An application may have multiple security misconfigurations applied and 

integrated with other technologies or systems that may also have misconfigurations that can affect 

the whole application. Some of the most common security misconfigurations are: 

• Outdated Software 

Outdated software is one of the easiest methods to compromise a system. A program cannot 

protect itself from every vulnerability. Which is why multiple versions of a program are 

created. One reason for the creation of multiple versions, is about improving the functionality 

of website but another reason for multiple versions is the patching of old security 

vulnerabilities that have been found and are being exploited by adversaries. 

 

• Default Accounts and Account Privileges 

Commonly, applications come with default credentials. The credentials are publicly known and 

if left as default, it allows adversaries to investigate what software is being used and to do a 

basic search of default credentials. 

If a high privilege user has been compromised, that user will have control to all settings within 

the application or underlying infrastructure and will be able to change them.  

 

• Stack traces and other errors 

If an application uses default error handling, then an application may reveal the technologies 

being used when an error occurs. Depending on the detail, technology, version number and 

source code can be revealed. Information of this nature is invaluable to an adversary because 

they can use it to find already known vulnerabilities and try to exploit them. 

 

• Security Headers 

Security headers were created to provide additional defences for browsers against previously 

common OWASP Top 10 threats. Without any security headers, a website can be interacted 

with over HTTP and plaintext credentials could be intercepted, a browser can be more 

vulnerable to Cross-Site Scripting and Click-jacking attacks without them. Certain security 

headers can also protect against third-party data that is being called into the application to 

prevent malicious data being read by the browser. 
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Mitigation Recommendations 
To prevent some of the impacts of misconfigurations, the Redbacks Operation can follow these 

guidelines. 

• Ensure default accounts are deleted and a new user with elevated permissions is created 

and if possible, with multi-factor authentication 

• Ensure accounts have only enough privileges to carry out the tasks required to complete 

their job. 

• Enforce security headers such as Cross Origin Resource Policy, Strict Transport Security with 

preloading, Content Security Policy and X-XSS-Protections to prevent common attack 

methods used by adversaries. 

• Ensure error messages are not returned to the user and a custom page or error is shown 

without any identifiable information 

• Implement a patch management process that reviews all software periodically to ensure 

latest security patches are enforced 

• Implement a security audit of newly installed or updated software to ensure correct security 

hardening processes have been followed 

Security misconfigurations will always exist, what is important is the method used to review the 

implementations of such applications to confirm correct security hardening processes. Enforcing 

the above guidelines will reduce the attack surface of the application and the level of expertise 

to exploit this vulnerability further increases.  
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Vulnerable & Outdated 

Programs 
Defining Vulnerable and outdated programs  
Vulnerable and outdated programs are components that need to be updated. Outdated programs 

allow adversaries to exploit well known vulnerabilities in applications. Vulnerable and outdated 

programs occur when the users don’t know the component versions for both client-side and server-

side. This includes when the software is insecure, unsupported, or outdated. This covers the 

operating system, database management system (DBMS), APIs, web/application server runtime 

environments, and libraries, among other things. Vulnerable programs can always occur when the 

users don’t scan for vulnerabilities within programs on a regular basis. They also do not check 

security websites for the latest vulnerabilities.  If the underlying platform, frameworks, and 

dependencies aren't fixed or upgraded in a timely manner (e.g., monthly basis). This leaves 

organisations vulnerable for days or months (OWASP 2021). 

Common Attack Types/Methods 
Components often have the same privileges as the applications therefore faults in any component 

have a significant impact of damaging the program. These vulnerabilities are often unintentional, 

this can include a coding error or accidently a backdoor in a component. Attackers can use 

automated techniques to find unpatched or misconfigured systems (OWASP 2021). Another scenario 

is when the attacker is able to obtain access in redback operations internal network through various 

methods such as phishing. The attacker is then able to execute a scanning tool to find unpatched, 

vulnerable, or outdated programs. Once they are able to identity the flaw, the attacker is then able 

to exploit the vulnerability allowing them to execute a malicious code on the application (F5 2022). 

Preventing and Mitigating 
Redback operations should implement the following patch management procedure:  

• Continuously check for vulnerabilities in the components using sources like Common 

Vulnerabilities and Exposures (CVE) and the National Vulnerability Database (NVD).  

• Automate the patch management procedure by using software analysis tools.  

• Register for email alerts about security flaws for the components redback uses. 

• Only use secure URLs to download components from official sources. This will limit the risk 

of a malicious components being included.  

• Keep an eye out for unmaintained libraries and components. 
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Identification & Authentication 

Failures 
Introduction 
Identification and authentication failures are the lack of confirmation of user identity and 

authentication, which allows for attackers to illegally gain access to personal information. Attackers 

can exploit this to gain passwords, keys sessions tokens and sensitive user information. An 

application map has authentication weaknesses if the application allows for things like credential 

stuffing, brute force attacks and allows for weak passwords such as 12345678, password or admin. 

Impact of Attack 
The impact of identification and authentication failures is very large, as it can be both detrimental 

for both people within the company as well as outside the company. If authentication fails and 

attackers are then allowed into the system, attackers can then gain access to very sensitive 

information of assets within the company as well as sensitive information of clients. This can lead to 

companies getting lawsuits, losing money and this can even cause some companies to go under. 

Common Attacks/Methods 
There are many different attack types of identification and authentication design, a few include: 

Credential Stuffing – Is the automated injection of stolen credentials into website login forms to gain 
access to accounts. Essentially, attackers gain thousands of credentials from a company from a data 
breach, then using those same credentials, go onto hundreds of websites where the credentials are 
the exact same, stealing all their information on the other websites. Further explanation can be 
found in the below video link. 

https://www.youtube.com/watch?v=6mL2kjRdkko&ab_channel=ShapeSecurity 

Incorrect session logout timers – Users aren’t logged out of a browser tab, which allows outsiders to 
access a browser that is still authenticated. This allows for attacker to gain access to sensitive 
personal information. Therefore, the application should have a correct and valid logout timer to 
prevent attacker from being able to exploit this. 

https://www.youtube.com/watch?v=6mL2kjRdkko&ab_channel=ShapeSecurity
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Brute force – Brute force attacks are attacks that allow for attackers to guess a username and a 
password through means of trial and error. Brute force attacks often require a lack of authentication 
on the system, meaning that they can tries hundreds of thousands of times without any 
repercussions. 

Recommendations on how to prevent and mitigate 
There are many things Redback Operations can do to prevent authentication and identification 

failure attacks, some of those include: 

Multi factor authentication – By implementing a multi factor authentication companies can easily 
prevent most authentication failure attacks. Because of multi factor purpose to check if this is the 
correct person logging into the account, it is one of the strongest and most used ways of preventing 
these types of attacks. 

Weak password check – By implementing a weak password check, a company can prevent attacks 
where attackers use common and weak passwords. There are lists on the internet of the most 
popular and therefore the weakest passwords, things like password and 12345678. The weak 
password check can be implemented to prevent passwords like this being used and therefore make 
their application more secure. 

Login fail limit – By implementing a login fail limit, a company can prevent brute force attacks, as 
there is a limit to how many logins fails a username can have. If this limit is succeeded, the victims 
accounts is locked, and the user is notified 

Conclusion/Recommendations 
In conclusion, authentication and identification failures can be one of the most risky and costly of all 

the security risks. If there is a lack of an authentication check, attackers can easily access a 

company's sensitive files as well as their client's private information. I believe the company should 

take note of this and make a multi factor authentication a priority in the application, as it prevents 

most authentication attackers and allows for a more secure security system. Finally, I believe that 

the company implements a weak password checker for users, this will prevent weak passwords 

being used by users and therefore will create a more secure system. 
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Software & Data Integrity 

Failures 
Introduction 

Software and data Integrity failures is not a new security risk but is a new entry into the Open Web 

Application Security Project top 10 for 2021, ranking in at number 8. This is because more web 

applications today are making assumptions relating to software updates, continuous 

integration/continuous delivery (CI/CD) pipelines and critical data without verifying integrity first 

(OWASP 2021).  This report aims to define what exactly this security risk is, different types of attacks 

that can occur as the result of software and data Integrity failures, and ways for Redback operations 

to mitigate these attacks from occurring on their own web application.  

Defining Software and data integrity failures 
OWASP (2021) states that software and data integrity failures can be defined as any code or 

infrastructure that does not protect against integrity violations. For example, this security risk is 

present when an application relies on third-party plugins, modules, or libraries from untrusted 

sources that are not checked for potential security threats. In relation to Redback’s web application, 

this could be an unsecured third-party node.js library that is used to create the websites front end. 

By failing to check the library’s integrity this could lead to Redback’s web application’s CI/CD pipeline 

becoming be a launching pad for attackers to gain unauthorized access or inject malicious code into 

the web application.  

Cloud Computing 
Data integrity failures within cloud computing is a vital component of cloud security (Tierney 2022). 

Cloud infrastructure and software that has integrity failure can be susceptible to data integrity 

attacks. Redback’s cloud infrastructure in this case Google cloud should be regularly monitored and 

logged for any data integrity failures. Williams (2021) recommends centralizing logs of all google 

systems and exporting these logs to Cloud storage to be audited with services such as BigQuery or to 

security information and event management application through Cloud pub/sub. 

Common types of software and data integrity failures 

Auto updates without signing  
A common Software and data integrity failure is the auto-update function in both firmware and 

software (Armereding 2021) without signing.  By not confirming the integrity of these updates by 

getting the firmware or software vendor to sign the update with a private key, it enables an attacker 

to potentially push and upload their own malicious code on all devices that download and executes 

the update. Regarding Redback’s web application if node.js is running on an Apache server and this 

server’s software is updated with a non-signed update, the attacker can potentially upload a rootkit 

to gain unauthorized access to the webserver. This is because the update’s integrity cannot be 

verified to check to ensure the download package is safe to execute.  
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Insecure CI/CD pipeline 
CI/CD pipelines are a common target for attackers to exploit software and data integrity failures. For 

example, the attacker identifies the Redbacks source code repository on GitHub and pushes 

malicious code into the CI/CD pipeline. The code then is tested and deployed onto Redbacks Node.js 

web application where users download and install the malicious code. This can be seen in the figure 

1.  

From “K50295355: Secure against the OWASP Top 10 for 2021 | Chapter 8: Software and data 

integrity failures (A8) “ by F5, 2021, https://support.f5.com/csp/article/K50295355.  

Figure 8 Software and data integrity failures within a CI/CD pipeline being exploited 

Insecure deserialization (object injection) 
As shown in figure 2 serialization involves changing an object’s format into a different format to 

enable the data to be saved to a file or database that is usable for the web application (Kiprin 2021). 

Deserialization is the process of reverting a serialized file back into an object, changing the data back 

into its original form. Insecure deserialization is when user inputted data is deserialized by a web 

application (PortSwigger 2021). This enables attackers to manipulate serialized objects to inject 

malicious code into the web application.   

https://support.f5.com/csp/article/K50295355
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From “OWASP Insecure Deserialization with Python” by Mata D, 2020, 

https://davidmatablog.wordpress.com/2020/06/07/owasp-insecure-deserialization-with-python/. 

 

Preventing Software and data integrity failures 
To ensure Redback’s web application to secure from software and data integrity failures the 

following list of guidelines and recommendations should be implemented: 

• The development team can only update hardware and software with signed updates from 

trusted legitimate sources. Therefore, making sure software updates are not altered by 

malicious actors. 

• Make certain that any used node.js or MongoDB libraries and dependencies are trusted 

repositories 

• Implement a supply chain security tool. OWASP CycloneDX or OWASP Dependency-Check 

are recommended to verify and ensure components do not have any vulnerabilities. 

• A review and audit processes are set up to check code and configuration changes for any 

malicious additions. This reduces the chance of adding any malicious code or configurations 

entering into Redback’s software pipeline. 

• OWASP (2021) recommends that Redback CI/CD pipeline has correct segregation, 

configuration, and access control to make sure the integrity of the code flowing through the 

build and deploy processes. 

• Any unsigned or unencrypted serialized data needs to be first checked and signed with a 

digital signature before sending it to untrusted clients, this will detect any malicious 

modifications or reuse of the serialized data 

Conclusion 
In conclusion software and data integrity is a rising security risk amongst today’s web applications. If 

software and data is not properly verified integrity violations can be a launching pad for further 

attacks upon Redbacks web application. Common examples of these attack vectors are software 

auto-updates without signing, Insecure CI/CD pipeline, and insecure deserialization. It is highly 

recommended the Redback operations follow the provided recommendations in this report to 

prevent software and data integrity failures from occurring in their web application. 

 

 

 

 

 

 

 

 

Figure 9 Diagram explaining serialization and deserialization 

https://davidmatablog.wordpress.com/2020/06/07/owasp-insecure-deserialization-with-python/
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Security Logging & Monitoring 

Failures 
Introduction  
Security Logging and monitoring is very challenging to locate because there isn't a lot of CVE/CVSS 

information for this classification. However, finding and acknowledging security breaches is 

extremely important.  

Description 
Security logging and Monitoring failures happen quite often in the cyber security space. Inability to 

analyse and monitor logs is a critical error. Analysing logs and finding suspicious login attempts  

raises the probability that an attacker can exploit a vulnerability found in your application. The lack 

of monitoring logs makes your application vulnerable to attacks on any technology/program on the 

application stack. Attacks may include Cross-site scripting (XSS) and malicious code injection. 

In situations when an attacker is able to take advantage that doesn't utilise regular monitoring of 

logs. An attacker then can access the inside network and scans for known weaknesses and can 

acquire personal information. In addition, if regular monitoring and logging is not used, the data 

breach can proceed undetected for quite a long time and the attacker can do some serious damage 

to the organisations. Sufficient logging and monitoring will point to security issues emerging in the 

web application and allows for defence against the exploitation of weaknesses in applications.  

Prevention  
It would be ideal for Redback operations to perform the following controls to prevent from these 

attacks from happening.  

• Make sure that all login, access control, and server-side input validation errors can be logged 

with enough users monitoring to identify suspicious or malicious accounts. 

• Make sure that logs are generated in a format that may be easily consumed by log 

management software. 

• Create or adopt an incident response and recovery plan, like the one created by the National 

Institute of Standards and Technology (NIST). 

• Monitor and analyse Redback operations log records on a regular basis.   

• Stay updated on Redback operations syslog messages and execute accordingly based on the 

specified log message. 

• Continually monitor logins on the Redback operations framework for the possibility of 

unauthorised access. 
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Server Side Request Forgery  
Introduction 
Server-Side Request Forgery (SSRF) is a vulnerability that is exploited by adversaries who modify 

requests sent to a server, giving them access to services connected directly to the server that would 

have otherwise been hidden behind some form of firewall. 

When interacting with a website, several requests are made to the server and several responses 

received by the server. It is the interception of these requests that allow adversaries to modify them 

and having no validation functionality enabled on the user supplier URL. 

For an example of what an intercepted packet looks like here is a basic shop that has multiple 

products on offer. 

 

Figure 10:Typical website offering multiple products 

If the view details button is clicked, a request is made to the server asking for the product ID and the 

server responds with the information specific to that ID. 

 

Figure 11: Intercepted request and response 

The response is then read by the browser and rendered into a web page. 
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Common Attack Methods 
If a web application is not adequately validating user input, then it may be vulnerable to an SSRF 

attack. This attack path is predominantly used to enumerate more information about the target 

server and what it may be connected to. However, SSRF can also be abused to perform Remote Code 

Execution (RCE). 

A Basic SSRF attack can be performed by finding functionality on the website that we know is 

probably being sent to the server. Using the website from earlier, an attempt will be made to delete 

a user from the application. 

A request has been intercepted that uses an API to exchange data about stock count of a particular 

item. An adversary can intercept the request and can start by trying basic methods of tampering that 

may uncover whether a vulnerability exists.  

 

Figure 12: API asking for stock count from server 

A StockAPI parameter has been found. It is URL encoded and sent to the server. The server replies 

with 694 (Figure 3). This is a known functionality that could be prone to SSRF. When we add fg to the 

end of StockAPI we can see the value returned by the server changes to 369 (Figure 4). 

 

Figure 13: Modified data being read by server 
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Knowing that the server will respond to modified data in the request, further modification can be 

made to enumerate information about the target and potentially gain a foothold on the underlying 

server.  

Changing the stockAPI to a common admin path has returned the name of a user and URL that 

deletes that user.  

 

Figure 14: Admin path has been found 

If I try to navigate to the same path in my browser, I will receive an error. This demonstrates that 

there are client-side controls in place preventing users to view the admin portal unauthenticated. 

 

Figure 15: Error message when navigating to /admin in the browser 

Knowing that an admin path exists contains the URL to delete the users, it becomes easier for an 

adversary to craft their attack and modify the request to include the delete path (Figure 7). 

Confirmation of Carlos being  deleted from the system can be demonstrated by visiting the admin 

path again (Figure 8). 
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Figure 16: Attempting to delete user 

 

Figure 17: Confirmation user was deleted 

This example has shown how an unauthenticated user can bypass security controls to modify data 

on a server and allow successful deletion of a user. Depending on what the application can do and 

what the server is connected to, the severity of the attack can increase exponentially.  
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Impact of Server-Side Request Forgery  
SSRF vulnerabilities increase the attack surface by giving unauthorized adversaries the ability to 

force the server to perform functions that would otherwise be forbidden to a typical user.  

Some of the functions that can be performed that are useful for malicious actors are: 

• Scanning for open ports from the server’s perspective 

• Modification or deletion of data stored in the database 

• Remote code execution 

• Adding or removing users 

The ability to scan for open ports from the server gives the adversary more information on network 

topology. If scanning for open ports is possible, operating system and/or version fingerprinting may 

be performed. The fingerprinting may uncover vulnerable software that is unpatched and potentially 

overlooked by the internal IT team due to it not facing directly to the internet, unaware that a 

connecting system may have internet access. If an SSRF vulnerability allows for remote code 

execution, then an adversary can craft a payload to create a reverse shell. If a reverse shell is made, 

then further attempts can be made to privilege escalate to an administrator account. If 

administrator privileges are granted the adversary has complete control of the server. The severity 

of this attack is based on what other functions this server controls and/or the level of privilege the 

user who access the server has. 

Mitigation Recommendations  
SSRF is ranked 10th in the OWASP top 10 and should be one of the major areas the redback 

operations creates active defences for. 

The top mitigation strategies are: 

• IP whitelisting 

IP whitelisting should be enforced on the server to prevent activity occurring within the 

server from unauthorised users. This ensures that only Admin’s or IT support staff will be 

able to execute commands on the server and anyone or anything with a different IP will be 

blocked. 

 

• Avoid the use of raw response bodies 

A raw response allows users to intercept packets, modify the data being sent to the server 

and then being executed. The response must be a pre-defined response that gets checked 

against a safe list. Any other responses should be discarded by the server 

 

• Disable HTTP methods and URL schemas that are unused 

There are several HTTP methods, GET, POST, PUT, HEAD, DELETE, PATCH, OPTIONS, 

CONNECT, TRACE. Ensure that only required HTTP methods are allowed to be used within 

the application. URL Schemas such as file://, dict://, ftp://, mailto:// should be disabled if not 

required for the application’s optimal behaviour. 

 

• Authentication 

Authentication must be implemented on all internal services. Accessing applications with 

authentication adds another layer of protection to the internal services in case an adversary 

may find an alternate method of gaining access to the server. 

mailto:
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